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Abstract

Gradient coding mitigates system delays in dis-
tributed gradient descent (GD) by introducing re-
dundancy. Prior work has shown that exact gra-
dient coded gradient descent (EGC-GD), which
recovers the true gradient at each iteration, can
significantly outperform uncoded GD. Approxi-
mate gradient coded gradient descent (AGC-GD)
further reduces system delays by only computing
approximate gradients. In this work, we estab-
lish explicit convergence rates for AGC-GD and
show that under a probabilistic delay model, its
expected runtime is faster than both EGC-GD
and uncoded GD. We also provide a real sys-
tems implementation of AGC-GD. We use this
implementation to conduct extensive experiments
on real world datasets and distributed clusters,
demosntrating that AGC-GD leads to significant
speedups over both EGC-GD and uncoded GD.

1. Introduction

In order to contend with the size and scale of modern
data and models, many production-scale machine learn-
ing solutions employ distributed training methods. Ideally,
distributed implementations of learning algorithms have
speedups that scale linearly with the number of compute
nodes. Unfortunately, in practice these gains fall short of
this, even with a small number of compute nodes. Sev-
eral studies (Dean et al., 2012; Qi et al., 2017; Grubic et al.,
2018), have consistently reported a tremendous gap between
ideal and realizable speedup gains. One cause of this is the
presence of straggler nodes, compute nodes whose runtime
is significantly slower than the average node in the system.
Stragglers become especially problematic when running
synchronous distributed algorithms such as GD.

Recent work has used coding theory to mitigate the effects
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of stragglers. (Tandon et al., 2017) used gradient codes to
mitigate stragglers in distributed gradient-based algorithms.
Their gradient coding methods are able to compute the sum
of n gradients using fewer than n compute nodes by assign-
ing more tasks per worker. Unfortunately, if the number of
tasks per worker is not too large, this may require waiting
for nearly all the compute nodes to finish. A reasonable
alternative to this are approximate gradient codes (AGCs),
which only recover an approximate sum of gradients. AGCs
require fewer non-stragglers, and utilize the observation that
first order methods are often robust to small amounts of
noise (Mania et al., 2017).

Our Contributions We provide detailed convergence rate
and runtime of analyses of AGC-GD under the Polyak-
Lojasiewicz (PL) condition, a non-convex generalization of
strong convexity. While GD achieves linear convergence
rates on such functions, SGD only achieves a rate of O(1/T")
(Karimi et al., 2016). We show that despite its stochasticity
AGC-GD achieves linear convergence down to a small noise
floor. Next, we use the probabilistic runtime model in (Lee
et al., 2016) to analyze the expected runtime of AGC-GD.
We show that given n compute nodes, AGC-GD is roughly
log(n) faster than both EGC-GD and uncoded GD. Finally,
we provide extensive empirical comparisons of these meth-
ods. Our results generally show that AGC-GD leads to up
to 6x and 3 x faster distributed training over uncoded GD
and EGC-GD, respectively.

Related Work Prior strategies for mitigating stragglers in-
cludes replicating jobs across nodes (Shah et al., 2016) and
dropping straggler nodes (Ananthanarayanan et al., 2013).
(Lee et al., 2016) proposed the use of erasure codes for
speeding up the computation of linear functions in dis-
tributed learning systems. Since then, many other works
have analyzed the use of coding theory for distributed tasks
with linear structure (Fahim et al., 2017; Park et al., 2018;
Lee et al., 2017; Dutta et al., 2016; Yu et al., 2017). For
nonlinear tasks, various gradient coding methods have been
proposed (Tandon et al., 2017; Raviv et al., 2017; Halbawi
etal., 2018; Li et al., 2018; Ye & Abbe, 2018) that analyze
various theoretial and practical concerns of gradient codes.

AGCs have been shown to need many fewer non-straggler
nodes. (Raviv et al., 2017; Charles et al., 2017). While
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(Karakus et al., 2017) developed AGCs for problems relat-
ing to least-squares, (Raviv et al., 2017; Charles et al., 2017;
Charles & Papailiopoulos, 2018) use AGCs in non-linear
settings. (Raviv et al., 2017) uses expander graphs to con-
struct approximate gradient codes with small error in the
worst-case straggler setting, (Charles et al., 2017) focuses
on the setting where the stragglers are chosen randomly. The
aforementioned work generally only analyze proxies to the
convergence rates of AGCs, and lack careful convergence
rate and runtime analyses.

2. Gradient Coding

Suppose we wish to minimize f(z) = L 3" | fi(z) using
k compute nodes and one master node, often referred to as
the parameter server (PS). In order to apply GD, we need to
compute V f;(x) for all ¢. In uncoded GD, the PS sends x to
each node and partitions the n gradient computations among
the nodes. After finishing, the nodes send their output back
to the PS, which averages them and updates x. To avoid
having to wait for the slowest node to finish, (Tandon et al.,
2017) used gradient coding to ensure they could compute
V f(x) from proper subsets of the k& compute nodes.

In gradient coding, each node is assigned c of n possible
tasks, with some amount of redundancy in the task assign-
ment. After waiting for some number of compute nodes to
finish, the PS takes a linear combination of the outputs of
the non-straggler nodes and uses this as a gradient update.
A gradient code consists of a choice of task assignment (en-
coding) and linear combination given a set of non-stragglers
(decoding). In exact gradient coding, the PS waits until
enough nodes finish such that the PS can compute V f(z)
exactly, while in approximate gradient coding it does not.

We focus on the fractional repetition code (FRC) from (Tan-
don et al., 2017). While first used for exact gradient coding,
it was used for approximate gradient coding in (Charles
et al., 2017). Let £ = kc/n and for simplicity, assume ¢
is a positive integer. The FRC works as follows. The first
£ nodes are assigned the first c tasks, the second ¢ nodes
assigned the next c tasks, and so on. After waiting for r < n
of the compute nodes to finish, the PS decodes by taking the
sum of outputs of one non-straggler node from each of the
n/c groups (if that group has a non-straggler nodes). The
output of the FRC is

n/c

o) = -3 Viglil(a) m
i=1

where g[i|(z) = Z;fl V fe(i—1)+; () and Y; is an indica-
tor variable denoting whether or not there is a non-straggler

among nodes {¢(i — 1) +1,...,¢i}.

Given xg, we iteratively update via x;11 = x¢ — vg(z).
Note that uncoded GD is the special case when n/k. (Tan-

don et al., 2017) shows that if » > k& — ¢ + 1, then no matter
which nodes are stragglers, g(x) = V f(x), so the update
is the same as uncoded GD. EGC-GD is the above update
method when r» = k — ¢ + 1, and AGC-GD is the method
when r < k — ¢ + 1. Note that AGC-GD is inherently
stochastic, as g(x) may not equal the true gradient V f(z).

3. Theory

Convergence Analysis We first analyze the convergence
rate of AGC-GD using techniques inspired by the analysis
of GD on PL functions in (Karimi et al., 2016). Let A =
E[f(xr) — f*]. We then have the following theorem.

Theorem 1. Suppose that f is B-smooth and u-PL with
B > > 0and that for all i € [n] and z, |V f;(z)| < o.
Further suppose that ¢ > nn(2)/r. If v = 371, then

T

1— —cr/n 9 —cr/n 2

Ar < <1( < ),u> Ao+7ce 7.
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When n is large and r is a constant fraction of n, this shows
that AGC-GD has similar convergence rates to EGC-GD
and uncoded GD on PL functions.

Probabilistic Runtime Analysis We next analyze the ex-
pected runtime of uncoded, EGC-, and AGC-GD. We as-
sume n = k to make our results easier to parse. Analogous
results can be derived when n > k. As in (Lee et al., 2016),
we assume that the amount of time required to compute a
full gradient update on a single node is a continuous non-
negative random variable 7, with cumulative distribution
function Q(¢). When the algorithm is partitioned in to B
subtasks, we assume that each of the B subtasks has inde-
pendent runtime 7; with cumulative distribution function
Q(Bt). This assumes the job partitioning is symmetric and
that all compute nodes have the same compute power.

(Lee et al., 2016) found that empirically, Q(t) is close to the
cumulative distribution of a shifted exponential distribution.
We therefore assume P[Ty < t] = Q(t) = 1 — e M=),
Here A is the straggling parameter. If X\ is smaller, the
straggler effect is more pronounced. We then analyze the
expected amount of time uncoded GD, EGC-GD, and AGC-
GD require to achieve a given accuracy e.

Let Ag = f(xz0) — f*. Assume f is p-PL and -smooth,
and let kK = p/B8. In AGC-GD, suppose r = dn for § €
(0,1). Suppose 1/ is a positive integer. By (Lee et al.,
2016), the expected runtime of EGC-GD is minimized when
¢ := 1/ tasks per worker. To obtain a fair comparison,
we assume ¢ = 1/ in both EGC-GD and AGC-GD. Let
n=1—e /" =1—e . For reasonable values of ¢, 1
is close to 1. We get the following theorem.

Theorem 2. Let TV TFSC TAGC denote the amount
of time required for uncoded, EGC-, and AGC-GD with
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step-size v = 1/ to reach error €. If € > 3ce="/"a? /n,

e log(Ag/e) clog(n) +c+1
B -

EGC log(Ag/e)  clog(n/c) +c+1
B < /@ —w) PR

1
- 10g(3A0/E) 02 IOg (m) + 02 +c
—_ 1 M
log (71—%) n
Therefore, AGC-GD can lead to almost a log(n) speedup
over uncoded GD and EGC-GD, even up to error levels as

small as e~ ¢/n. In particular, as n — oo, the speedup gain
of AGC-GD increases while the error level tends to 0.

E[TA°C)

4. Experiments

We compare AGC-GD, uncoded GD, and EGC-GD on vari-
ous logistic regression and least-squares tasks. While con-
vex, such problems often have hundreds of thousands of
features. Note that AGC-GD will stop earlier if some max-
imum fraction ¢ of the compute nodes have finished. For
each experimental setup, we tune § to get the best end-to-end
performance.

Experimental Setup We implemented all algorithms in
python using MPI4py (Dalcin et al., 2011). We compared
uncoded GD, EGC-GD, and AGC-GD with different redun-
dancies across a distributed cluster consists of a PS node
and 30 compute nodes. The compute nodes are m1 . small
instances on Amazon EC2. We used a larger instance
c3.8xlarge as our PS node. Each worker is initially
assigned a number of partitions of the data, with the number
depending on the method used. In the ¢-th iteration, the PS
broadcasts the latest model x; to all workers. Each worker
computes the gradient(s) of this model with respect to their
data partition. Each worker then sends their gradient(s) to
the PS. For uncoded GD and EGC-GD, we udpate the model
once enough workers have finished such that we can com-
pute the full gradient. In AGC-GD, we only wait for a fixed
fraction § of the workers to finish. We also performed ver-
sions of our experiments with extra artificial delays (using
time.sleep) in the nodes to simulate practical scenarios
where the communication overheads are heavy. The delay
(in seconds) for each worker is drawn independently from
an exponential distribution with parameter A = 1/2.

While experimental results are shown just for logistic re-
gression on the Amazon Employee Access dataset', other
experiments are given in the extended version of this paper.
We deployed one-hot encoding on each feature, and com-
pared test set AUC (Bradley, 1997) of the three methods as
a function of total time.

! kaggle.com/c/amazon-employee-access-challenge
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Figure 1. Results on Amazon dataset with artificial simulated strag-
glers: (a) convergence performance, (b) per iteration runtime, (c)
Speedups of AGC and EGC over uncoded GD

Results The average times per iteration on the Amazon
dataset are given in Figure 1(b), while the time to reach
a given test AUC is given in Figure 1(a). Here, we as-
sign ¢ = 2 or ¢ = 3 tasks per worker. For both ¢, we
wait for at most 11/30 =~ 36.7% of the workers to finish.
Intuitively, as ¢ increases we want to decrease d, as other-
wise AGC-GD will, with high probability be indistinguish-
able from EGC. Our results show that both AGC-GD and
EGC-GD outperform uncoded GD. Moreover, as in our the-
ory, AGC-GD consistently converges faster than EGC-GD.
Speedups for both AGC-GD and EGC-GD were measured
under simulated straggler effect. As shown in Figure 1,
we observed that both AGC-GD and EGC-GD perform sig-
nificantly faster than uncoded GD. Moreover, for a fixed
redundancy ratio ¢, AGC-GD attains up to 3 times speedup
gain over EGC-GD.
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